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class User:

def \_\_init\_\_(self, username, password):

self.username = username

self.password = password

self.roles = []

def add\_role(self, role):

self.roles.append(role)

def \_\_str\_\_(self):

return self.username

class IAMSystem:

def \_\_init\_\_(self):

self.users = {}

def create\_user(self, username, password):

if username not in self.users:

user = User(username, password)

self.users[username] = user

return user

else:

return None

def get\_user(self, username):

return self.users.get(username, None)

def authenticate(self, username, password):

user = self.get\_user(username)

if user and user.password == password:

return user

else:

return None

def grant\_role(self, username, role):

user = self.get\_user(username)

if user:

user.add\_role(role)

def check\_access(self, username, resource, required\_role):

user = self.get\_user(username)

if user and required\_role in user.roles:

print(f"{username} has access to {resource}")

else:

print(f"{username} does not have access to {resource}")

# Usage example:

if \_\_name\_\_ == "\_\_main\_\_":

iam = IAMSystem()

# Create users

user1 = iam.create\_user("user1", "password1")

user2 = iam.create\_user("user2", "password2")

# Authenticate users

authenticated\_user = iam.authenticate("user1", "password1")

if authenticated\_user